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**Assignment No 3.**

**Beautiful soup \_ web scrapping**

|  |
| --- |
| import requests  from bs4 import BeautifulSoup  url = "https://go.drugbank.com/covid-19#drugs"  page =requests.get(url)  soup= BeautifulSoup(page.text,"html.parser")  table = soup.find\_all('table')  #print (table)  a= table[2]  drug = a.find\_all("a")  #print (drug)  for val in drug:  print (val.text) |